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ABSTRACT
The creation of computer science tutorials is becoming critically important as hundreds of millions of students each year get their first CS experience through self-directed online activities. Creating a "cliffhanger" activity, with high engagement during and motivation to continue learning post activity, is a balancing act. If tutorials provide too much detailed information, users may be able to follow instructions but can feel overwhelmed or bored. On the other hand, tutorials that do not sufficiently explain crucial steps risk frustrating users who might drop out of the activity. Zones of Proximal Flow (ZPF) tutorials are simple to create and provide a navigational structure of differentiated instruction allowing users to choose appropriate detail based on their self-assessed state of flow, from bored to anxious. Using Retention of Flow analysis, two Hour of Code game design tutorials were analyzed: a sophisticated online tutorial for the creation of Frogger, and a simple ZPF tutorial for the creation of Pac-Man. One hope was that the simple ZPF Pac-Man tutorial would not do much worse than the sophisticated Frogger tutorial, but surprisingly the ZPF Pac-Man tutorial significantly outperformed the Frogger tutorial in terms of student retention. The Pac-Man tutorial also displayed a high student motivation to continue programming past the end of differentiated instruction.

1 INTRODUCTION
The push to expose students to programming and computational thinking has led to many encouraging developments. One popular example is Computer Science Education Week (CS Ed Week) which includes the Hour of Code that challenges novice learners across the world to spend an hour programming [32]. Students, many with little to no prior computer science experience, choose from a group of scaffolded online activities offering a gentle-slope introduction to coding [19]. Over half a billion students have participated in the Hour of Code from 2013 to 2017 [9].

These massive participation numbers are only positive if Hour of Code activities keep students’ interest throughout and motivate them to continue learning post activity completion. If a novice student has an apathetic or negative Hour of Code experience, that student might decide programming is hard and/or boring [12, 15]. If this experience is repeated with half a billion participants, the Hour of Code actually risks losing a generation of computer scientists. Thus, activity designers and evaluators need to give special care to create "cliffhangers" where students are engaged throughout and motivated to continue programming after reaching the end of activity instruction [26].

To help facilitate a cliffhanger experience, activity designers must optimize how much information to provide participants at each activity instruction to maximize engagement. On one hand, giving participants too much information could overwhelm users, and previous studies into minimal manuals have shown users performing faster and better with less instruction [7, 21]. However, giving participants too little information can lead to incomplete tutorial steps [31] putting users in a state of anxiety or frustration as they request more information [20]. Moreover, the online nature of Hour of Code activities means that anybody with an internet connection is a potential user, including international participation and varying age ranges. Therefore, few assumptions can be made about user skill level. How might a single activity go about creating a cliffhanger experience for the most amount of these diverse participants?

Differentiated instruction provides one possible solution. Differentiation is a form of user needs controlled scaffolding accommodating participants of differing skill level in an effort to engage all learners [16]. Differentiation has been successfully used to teach programming through formative progress monitoring and individualized instruction [14, 22]. How might one extend differentiated
instruction to an Hour of Code context, optimally balancing online tutorial information for a variety of users? For the 2017 Hour of code, a tutorial was introduced that walked students through the creation of the classic arcade game Pac-Man. This tutorial was simple to create but featured differentiated instruction at each tutorial step based on a framework called the Zones of Proximal Flow [5]. The aim of this was to answer two specific research questions related to whether differentiated instruction could help create a cliffhanger activity.

- **RQ1 (Efficacy)**: Can a simple differentiated scaffolding tutorial match the efficacy of an optimized professional single path tutorial?
- **RQ2 (Perseverance)**: What effects does removing the differentiated scaffolding approach have on participant retention and willingness to continue?

The remainder of this paper will describe the development of this Pac-Man tutorial, including related work, and review the results of the tutorial in relation to the above research questions.

## 2 RELATED WORK

One strategy for motivating students in programming can be derived from previous theories on learner engagement and targeted instruction including the affective and cognitive experiences of the learner. Flow, as defined by Csikszentmihalyi, is a mental state of focused engagement that a person experiences when the current challenge matches the current skill [10, 11]. If the challenge exceeds skill, the person is put in a state of anxiety, and if the skill exceeds the challenge, the person is put into a state of boredom [10]. The Zones of Proximal Development, defined by Vygotsky, is the domain of challenges a learner can do given appropriate instruction [30]. The Zones of Proximal Flow (ZPF) is a conceptual framework that unifies Csikszentmihalyi’s Flow [10] with Vygostky’s Zones of Proximal Development (ZPD) [30]. The Zones of Proximal Flow framework argues that when a student is given a challenge that exceeds their skill, that students can be provided just in time scaffolding before reaching a state of anxiety, targeted to the their Zone of Proximal Development, guiding the learner back into a state of Flow [5].

Figure 1 depicts the Zones of Proximal Flow, in the context of the Scalable Game Design project, describing a scaffolding strategy employing a project-first approach to integrate game and simulation development units into middle school classrooms [5]. The y-axis of Figure 1 depicts the computational thinking skills, entitled Computational Thinking Patterns (a list of which can be found in [1]), necessary to complete a given challenge [18]. At Point A in Figure 1, a student has recently completed creating the game Frogger and is now given another more sophisticated project to complete such as creating the game Pac-Man or creating a Bridge Building simulation (Point B in Figure 1). Since the student has not yet learned the necessary computational thinking skills to create this more advanced project, the challenge far exceeds the student skill level and the student starts to drift out of Flow into a state of anxiety. In the Zones of Proximal Flow model, before the student gets into an anxious state, the student is provided with scaffolding in the form of just-in-time principles aligned to the student’s Zone of Proximal Development, guiding the student back into a state of Flow and allowing them to continue programming their project. These just-in-time principles can include embedded tutorial instruction [13], intelligent critiquing systems [2] and instructor intervention [4] among others.

How might one begin to evaluate the efficacy of Hour of Code activities to indicate how many participants are in Flow? Previous Hour of Code research has looked at student retention throughout a given activity to provide just-in-time information [23] and student engagement through qualitative measures [17]. The Retention of Flow is a method of evaluating these cyberlearning activities based on student retention [27, 33]. To better understand this notion, imagine 10,000 people, each one assembling an Ikea table on their own. At each step of the assembly process, some people in the population drop out of the activity, while others are retained and continue assembling their table. Points at which many more people than usual drop out might indicate a challenge step that far exceeds user skill given the current scaffolding (i.e. the Ikea instructions at that step). Similarly, the Retention of Flow uses participant retention, measured by a lines of code (also called program length) metric, which follows a negative exponential curve starting at 100%, at the beginning of the activity (0 lines of code), and declining as people drop out of the activity. The program length can then be matched to corresponding activity milestones in the retention plot to determine at which point of the activity students dropped out. Some assumptions behind the Retention of Flow are that, void of any external factors, the people retained at each step are the ones wherein the current challenge matches their skill, and it is the aim of any activity designer to create activity steps that have a high continuation probability yielding a higher retention.

Retention relates to Research Question 1 in that, assuming that an activity has a high educational value, a higher retention throughout the activity is ideal for the motivational purposes of the Hour of Code. Therefore, one can in-part use retention to compare two similar activities in terms of efficacy. Relating to Research Question 2, participant retention after activity instruction ends indicates a
The Zones of Proximal Flow Tutorial attempts to extend the ZPF Framework into a cyberlearning activity [8] providing differentiated instruction. The idea of the ZPF tutorial is as follows; the participant works through the tutorial steps, and with each instruction encountered, self-assesses their current state choosing from three possibilities:

(1) **OK (Flow):** The user understands the instruction and does not need any more guidance.

(2) **How (ZPD):** The user needs to learn a new concept before implementing the tutorial step.

(3) **Show (Anxiety):** The user still cannot, or does not have the time to, follow the instructions. A link to an example project is provided with the instruction implemented allowing the user to mimic or clone the implementation.

The 2017 Hour of Code featured an AgentCubes [28] game-design activity that guided students through the creation of the classic arcade game Pac-Man. The Pac-Man activity used the Zones of Proximal Flow tutorial strategy of differentiated instruction by giving the participant three choices at every activity step. Figure 2 depicts part of the Pac-Man Zones of Proximal Flow Tutorial that asks participants to create the Pac-Man characters. In Figure 2, the user initially encounters a slide describing What to do. In this case, the user is asked to create the characters, also called agents, necessary for a simple Pac-Man game. These include Pac-Man, ghosts, a wall, and a background floor. If the user is able to follow that instruction, they can click the ‘OK’ button and are taken to the next activity instruction. However, if the user does not understand that instruction, the user can click the ‘How’ button, which will take the user to another slide with more detailed instructions. In the case depicted in Figure 2, the detailed instruction is in the form of a video that goes through adding an agent and drawing that agent. If this explanation makes sense, the user can implement the instruction and then click “OK” to be taken to the next activity instruction (“Program Pacman” in Figure 2). However, if the user still is having trouble understanding the instruction, the user can click “Show” to be taken to an example or “prebaked” project, for instance like a prebaked cake on a cooking show, with just the steps up to this point of the activity implemented. Once the project is opened, the user can play, explore, and mimic and/or clone the implementation allowing them to continue working.

The Pac-Man activity is 14 slides long and consists of two parts. Part one consists of a ZPF tutorial from slide one to slide ten, with the first slide describing how to use the tutorial. The first ten slides, corresponding to program lengths of 0 to 17, are dedicated to creating a simple Pac-Man game, including a keyboard controlled Pac-Man and ghosts that randomly move. ZPF instruction abruptly stops at slide ten. Part two, consisting of slides eleven to fourteen and corresponding to program lengths of 18 to 40, encourage participants to do extension activities adding extra functionality to their Pac-Man game including Pac-Man being consumed by ghosts, Pac-Man reorienting in the direction of movement, intelligent ghost movement based on collaborative diffusion [25], and pellets that Pac-Man can consume to win. However, from slides eleven to fourteen, no differentiated instruction is provided as to how to achieve this; the only support provided to students is a link to a sample prebaked project for each of these steps.

### 3.1 Pac-Man vs. Frogger

The Zones of Proximal Flow Pac-Man Tutorial is simple to create as compared to the other AgentCubes based Hour of Code tutorial offered since 2015: Frogger [13]. the Frogger tutorial features a video integrated directly into AgentCubes online allowing users to create the game as they watch step by step instructions. Furthermore, the video narration is multilingual, using professional voice over personnel, and is split up into chapters allowing students to navigate to a specific tutorial instruction on demand. The creation of the Frogger tutorial took a team of dedicated programmers, educational designers, and playtesters working together over the course of many months. In this sense, Frogger is an optimized single path tutorial aimed at providing instruction with the right amount of information to retain the widest audience. Previous research shows that the Frogger tutorial had a similar participant retention to the official Hour of Code Angry Birds activity [26].

The Pac-Man activity, on the other hand, was created by two people over the course of a two days in the form of a slideshow presentation. However, despite the low production value, the Pac-Man activity features a ZPF tutorial providing users with the agency to choose instruction appropriate to their skill level. Given this stark difference in production effort, can the simple Pac-Man Hour of Code tutorial, supporting students through the Zones of Proximal Flow via differentiated instruction, be nearly as effective as the professionally created Frogger tutorial in terms of student retention and motivation to continue post instruction?

### 4 METHODOLOGY

This research analyzed a collected sample of 1,468 Pac-Man games and 767 Frogger games submitted during the Hour of Code week. These games were initially identified as Pac-Man and Frogger through a script and manually checked to ensure they were indeed Pac-Man and Frogger. Answering the research questions necessitates one, determining how engaged students are during the activity and two, evaluating the probability of students to continue programming post activity scaffolding. By analyzing the retention of Pac-Man and Frogger at corresponding program lengths, we can begin to compare the retentions between the two activities during instruction and beyond. To answer Research Question 1, activity efficacy, we look at how the activity retention of Pac-Man compares to Frogger from program length 0 to 17 (Part 1 of the Pac-Man activity featuring the ZPF tutorial). To answer Research Question 2, we look at both the retention plot from program length 18 to 40, where the ZPF instruction ends and students are encouraged to program extension activities, as well as program lengths greater than 40, to determine to what extent, if any, students continue past the extension activities. It should be noted for purposes of comparison to previous research, the program length metric used in this
study is similar, but not identical, to [3]. A manual survey of the sample games was done to ensure the program lengths actually corresponded to activity milestones. Also of note, the collected sample of games does not include cloned projects unless they had significant programming time associated with them as not to bias the data.

5 RESULTS

Figure 3 plots the percent of Participants Retained vs Lines of Code. Pac-Man retention is plotted in red and Frogger in blue. The three shaded regions refer to the parts of the Pac-Man tutorial, with green being the ZPF Tutorial (program lengths 1 to 17), yellow being the extension activities (program lengths 18 to 40) and peach being everything past the end of the Pac-Man activity (program lengths greater than 40). The following results are organized according to the Research Questions.

RQ1: Efficacy. The part of Figure 3 shaded in green corresponds to the ZPF portion of the Pac-Man activity. Both Pac-Man and Frogger retentions start at 100% at the beginning of their respective activities, with the Pac-Man having a higher participant retention than the Frogger activity as program lengths increase. The difference in retention reaches a maximum at Program length 15 wherein the Pac-Man retention is almost 14% higher than the Frogger retention. At program length 17 the ZPF portion of the Pac-Man tutorial ends. A two sample z-test for proportions run at program length 17 found significantly more students in the Pac-Man activity retained through 17 lines of code (75%) than the Frogger activity (62%) with z=6.72, p=.05.

RQ2: Perserverance. The part of Figure 3 shaded in yellow, program length 18 to 40, refers to the Pac-Man extension activities described in Section 3. At this point of the activity the ZPF differentiated instruction part of the tutorial has competed. Figure 3 depicts a drop in retention of almost 10% between program length 17 and program length 18 with a continuation percentage of 87.9%. Around 57% of students who start the extension activities finish all of them (i.e. are retained to program length 40). A two sample z-test for proportions run at program length 40 showed significantly more students in the Pac-Man activity were retained through 40 Lines of code (38%) than the Frogger activity (27%) with z=5.16, p=.05. To put this another way, 38% of participants who start the Pac-Man Hour of Code activity end up programming past the ZPF instructional section and finish implementing all the extension activities.

An ANOVA analysis comparing the groups of Pac-Man and Frogger projects from Lines of Code 1 to 40 was completed using 105 random samples for each group (sample of size of 210) which it was estimated would achieve a power of 0.95 with a level of significance at 0.05. After running the analysis, the p-value was at .00017 which is lower than the level of significance of 0.05 suggesting that there is indeed a significant difference between the two groups throughout the duration of the Pac-Man activity spanning both the pre and post ZPF activity instruction.

At program length 40 to 41 there is a precipitous drop wherein the final slide of the Pac-Man activity is reached. About half the remaining students drop out at this point and half continue adding to their Pac-Man game. Frogger instruction continues to program length 58, and between program length 41 and 60, Frogger retains...
more students than Pacman. Overall 19% of students who start the Pac-Man tutorial continue programming past the end of the Pac-Man extension activities.

6 DISCUSSION

The above results begin to show the effectiveness of the Zones of Proximal Flow Tutorial both during the activity instruction (program length 1 to 17) and after activity instruction (from program length 18 to 40). The ANOVA analysis indicates a significant difference between participants doing the Pac-Man tutorial and the Frogger tutorial. This section will delve into these differences by discussing the results corresponding to activity duration engagement (RQ1) and post-activity perseverance (RQ2). Finally the section will conclude with study shortcomings and implications.

6.1 Evidence of ZPF Tutorial Efficacy

The first research question attempts to answer how effective the ZPF tutorial is for participants. This spans program length 1 to 17 in the Pac-Man activity. Figure 3 depicts that during the activity, the Pac-Man Zones of Proximal Flow Tutorial consistently retained more participants than the Frogger tutorial. By the end of the ZPF tutorial portion of the Pac-Man activity, there is a significantly greater number of participants retained than in the Frogger activity. Furthermore, over three quarters of students who start the activity get through the ZPF portion of the tutorial. This begins to indicate the power of differentiated instruction and the Zones of Proximal Flow approach.

This result is surprising for a few reasons. The first is that major design effort was put into producing the Frogger activity, outlined in Section 3.1, and the Frogger activity itself is embedded in the programming environment. Given these advantages, one might expect that the Frogger activity would allow participants to more easily create their game. Previous research has posited the Retention of Flow conjecture which in part states that a tutorial step that is markedly more challenging than previous steps will exhibit a precipitous decline in retention [26]. The ZPF tutorial strategy attempts to avoid this by allowing users to choose the level of instruction that best support them based on their self-assessed current skill. In this manner, ZPF tutorials aim to keep students in the Flow by always providing them with the necessary on-demand scaffolding to ensure skill level in balance with the challenge. Given the significantly higher retention as compared to Frogger, the ZPF strategy seems to be successful.

6.2 Evidence of Perserverance Post ZPF Activity Instruction

At program length 18 the participant has created a basic Pac-Man game with a keyboard controlled Pac-Man and randomly moving ghosts. At this point, the ZPF tutorial strategy of differentiated instruction is abandoned and students are given extensions that they can add to their Pac-Man game. The only support for these extensions are a few example prebaked projects. There is a 10% drop in retention at this point, which could be due to this marked increase in challenge coupled with the end of creating a basic Pac-Man game.
However, well over one third of the students (38%) who start the Pac-Man activity end up programming past the instructional part of the tutorial and implementing all the Pac-Man extensions. This indicates that for these participants, Pac-Man is a cliffhanger as they program past activity instruction to add functionality to their game. At program length 40, the Frogger activity is still providing participants with step by step instructions, and at that point, the Pac-Man retention is still significantly higher than the Frogger retention. Therefore, student perserverance is such that the Pac-Man activity, devoid of any step by step instructions, still manages to retain a greater number of participants than the Frogger activity.

From Program length 40 to 41 there is another drop in Pac-Man retention (40% to 20% retention). This drop is to be expected as the Pac-Man extension activities end and students reach the end of the Pac-Man activity slides. This is the first point Pac-Man retention falls below Frogger retention, as the Frogger activity instruction does not end until program length 58. Still, half the participants who finished the extension activities continue to independently program past the end of the Pac-Man activity slides. Furthermore, one fifth of the total participants who start the Pac-Man activity end up programming past the end of the Pac-Man activity. At line 61, the Pac-Man activity retention once again overtakes the Frogger activity retention as people drop out once the Frogger activity is complete. At 64 lines of code, 20 lines past the final extension activity and at program lengths over three and a half times as long as the final ZPF instruction, 10% of participants are still retained in the Pac-Man activity.

### 6.3 Study Shortcomings and Implications

The results of this study begin to suggest that the ZPF tutorial approach with Pac-Man is an effective strategy. To come to this conclusion we compared the results of the ZPF tutorial to another Hour of Code AgentCubes tutorial: Frogger. However, it is hard to say whether the Frogger tutorial itself has a "normal" retention curve with so little Hour of Code retention data published. One interesting data point is that the Frogger tutorial has been improved over three years of the Hour of Code [2], and in past research showed similar retention to the official Hour of Code Angry Birds tutorial [26]. Though it would be nice to have more published Hour of Code retention data from a variety of activities, this provides a bit of outside validity to the comparison.

The ZPF tutorial approach might not be the only thing that engaged students during the activity. For example, one motivator could be that Pac-Man is a much more popular game than Frogger. In fact, more participants attempted the Pac-Man tutorial than Frogger indicating a greater initial interest. This motivation external to the activity could positively affect retention. However, one might not expect any external motivation to continue through the tutorial activity if the activity itself is not engaging.

The data shows that the ZPF tutorial had increased retention over corresponding places in the Frogger tutorial. A major difference between the ZPF tutorial and Frogger tutorial is the idea of differentiated instruction. However, one piece of instrumentation not included in the ZPF tutorial was the amount of users who clicked on each button. For example, in Figure 2, we do not know how many students clicked on the "OK", "How", and "Show" buttons. Therefore, it is hard to pinpoint which steps students might have found challenging and the tutorial paths they chose when they encountered these challenging steps. Click data, including per-user click data, would help pinpoint how users navigate the tutorial and give insight to which tutorial steps users find challenging and options they find useful. Furthermore, a post-activity a questionnaire could allow users to explain what they found helpful or unhelpful about the differentiated instruction approach, and a cognitive walkthrough could show how clearly students perceived each potential choice at each tutorial step [24].

One additional artifact that occurs between program length 1 and 17 is a small drop of around 6% between program length 15 and 16. At program length 15 the participant has just completed programming Pac-Man to move with keyboard input. It is not clear why there would be a drop here, but it is interesting to note that an almost identical drop of 6% occurs in the Frogger retention plot, between program lengths 11 and 12, where again the participant has just completed programming the Frog to move. It could be that these are the first programming interactions users implement, and thus, some participants decide the activity is not for them at this point. Further research must be done to figure out exactly why this is the case.

This research begins to show the power of differentiation in self-directed learning, and adding differentiation might be an easy way to boost activity retention. Further research must be done to explore this, possibly by retrofitting the Frogger Hour of Code tutorial with differentiation to determine the retention effects. Finally, an emerging benefit of this research is that it provides an effective DIY strategy for teachers short on time looking to create Hour of Code activities.

### 7 CONCLUSION

This paper presents a new approach to Hour of Code style tutorials based off a simple differentiated instruction strategy guided by the Zones of Proximal Flow framework, and evaluated by analyzing activity retention. This evaluation shows that the Zones of Proximal Flow Tutorial has a significantly higher retention than a more professionally made Frogger tutorial, with students programming through the end of ZPF instruction and activity completion. To ensure the Hour of Code is effective in motivating the maximum numbers of students necessitates activities that keeps students in Flow. Zones of Proximal Flow Tutorials provide an avenue to better match instructional challenge to a diverse range of participant skill, hopefully yielding a cliffhanger first exposure computer science experience.
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